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**Aim:** Write a program for the implementation of Banker’s Algorithm.

**Theory:** Deadlock is a situation where in two or more competing actions are waiting for the other to finish, and thus neither ever does. When a new process enters a system, it must declare the maximum number of instances of each resource type it needed. This number may exceed the total number of resources in the system. When the user requests a set of resources, the system must determine whether the allocation of each resource will leave the system in safe state. If it will the resources are allocation; otherwise, the process must wait until some other process release the resources.

Banker’s algorithm is a resource allocation and deadlock avoidance algorithm that tests for safety by simulating the allocation for predetermined maximum possible amounts of all resources, then makes an “s-state” (also called safe state) check to test for possible activities, before deciding whether allocation should be allowed to continue. It uses safety algorithm and resource request algorithm under the hood.

For a process Pi and resource Ri, if the resulting resource allocation state is safe, the transaction is completed and process Pi is allocated its resources. However, if the state is unsafe, the Pi must wait for Request Ri and the old resource-allocation state is restored.

**Algorithm:**

1. Start the program.

2. Get the values of resources and processes.

3. Get the available value.

4. After allocation, find the need value.

5. Check whether it’s possible to allocate.

6. If it is possible then the system is in safe state.

7. Else system is not in safety state.

8. If the new request comes then check that the system is in safety or not if we choose to allow the request.

10. Stop the program.

11. End

**Source Code:**

#include<stdio.h>

#include<conio.h>

#include<string.h>

void main()

{

int alloc[10][10],max[10][10];

int avail[10],work[10],total[10];

int i,j,k,n,need[10][10];

int m;

int count=0,c=0;

char finish[10];

clrscr();

printf("Enter the no. of processes and resources:");

scanf("%d%d",&n,&m);

for(i=0;i<=n;i++)

finish[i]='n';

printf("Enter the claim matrix:\n");

for(i=0;i<n;i++)

for(j=0;j<m;j++)

scanf("%d",&max[i][j]);

printf("Enter the allocation matrix:\n");

for(i=0;i<n;i++)

for(j=0;j<m;j++)

scanf("%d",&alloc[i][j]);

printf("Resource vector:");

for(i=0;i<m;i++)

scanf("%d",&total[i]);

for(i=0;i<m;i++)

avail[i]=0;

for(i=0;i<n;i++)

for(j=0;j<m;j++)

avail[j]+=alloc[i][j];

for(i=0;i<m;i++)

work[i]=avail[i];

for(j=0;j<m;j++)

work[j]=total[j]-work[j];

for(i=0;i<n;i++)

for(j=0;j<m;j++)

need[i][j]=max[i][j]-alloc[i][j];

A:

for(i=0;i<n;i++)

{

c=0;

for(j=0;j<m;j++)

if((need[i][j]<=work[j])&&(finish[i]=='n'))

c++;

if(c==m)

{

printf("All the resources can be allocated to Process %d", i+1);

printf("\n\nAvailable resources are:");

for(k=0;k<m;k++)

{

work[k]+=alloc[i][k];

printf("%4d",work[k]);

}

printf("\n");

finish[i]='y';

printf("\nProcess %d executed?:%c \n",i+1,finish[i]);

count++;

}

}

if(count!=n)

goto A;

else

printf("\n System is in safe mode");

printf("\n The given state is safe state");

getch();

}

**Output:**

**Enter the no. of processes and resources: 4 3**

**Enter the claim matrix:**

**3 2 2**

**6 1 3**

**3 1 4**

**4 2 2**

**Enter the allocation matrix:**

**1 0 0**

**6 1 2**

**2 1 1**

**0 0 2**

**Resource vector:9 3 6**

**All the resources can be allocated to Process 2**

**Available resources are: 6 2 3**

**Process 2 executed?:y**

**All the resources can be allocated to Process 3 Available resources**

**are: 8 3 4**

**Process 3 executed?:y**

**All the resources can be allocated to Process 4 Available resources**

**are: 8 3 6**

**Process 4 executed?:y**

**All the resources can be allocated to Process 1**

**Available resources are: 9 3 6**

**Process 1 executed?:y**

**System is in safe mode**

**The given state is safe state**